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Abstract We investigate the computational complexity of finding optimal bribery
schemes in voting domains where the candidate set is the Cartesian product of a set
of variables and voters use CP-nets, an expressive and compact way to represent
preferences. To do this, we generalize the traditional bribery problem to take into
account several issues over which agents vote, and their inter-dependencies. We
consider five voting rules, three kinds of bribery actions, and five cost schemes. For
most of the combinations of these parameters, we find that bribery in this setting is
computationally easy.
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136 N. Mattei et al.

1 Introduction

It is often natural to express group decision problems as the combination of a
sequence of decisions. This method is used in many settings, from the United States
Congress (specifically, votes for amendments to a bill) to a group of friends deciding
what appetizer, main course, desert, and wine should be served for a group meal
[9, 27]. In all these cases, agents express preferences and vote on parts of the overall
decision to be taken. Moreover, agents may have dependent preferences: the choice
of wine may depend on the choice of main course for the meal. We consider a
scenario where agents use the CP-net formalism, which allows them to compactly
represent their possibly conditional preferences over many issues [7].

Bribery and manipulation directly question the security and robustness of an
election system. They are ways that agents (outside or inside an election) can use to
affect the election’s outcome. In particular, the bribery problem regards scenarios
in which an outside agent with a limited budget attempts to affect the outcome
of an election by paying some of the agents to change their preferences so that
a particular candidate wins. This problem was introduced to computational social
choice in [20, 21] and has become a metric by which the security of election rules is
judged [15, 28]: if it is computationally difficult to find an optimal bribery in elections
decided by a certain voting rule, we can say that the rule is resistant to bribery.
The literature, however, is sparse when elections have combinatorially structured
domains (see for example [38] for a study of strategy-proof sequential voting rules).

When voting is structured as the combination of several decisions, there are
two natural methods to employ when selecting a winner. We investigate multiple
individual rules within two winner determination strategies.

— Sequential Methods: A sequential method aggregates each agent’s preference on
an issue-by-issue basis. This is akin to how amendments to a bill are passed in the
US Congress [9]. The final decision is the sum of all the sequential decisions. In
this paper we consider the sequential majority (SM) rule.

— One-step Methods: A one-step method aggregates the agents’ votes over the set
of all combinations of value assignments to all issues. This would be the method
where a group of friends votes on a complete meal for some shared group meal
[27]. With a one-step method we can incorporate several individual voting rules.
In this section we consider one-step plurality (OP), one-step veto (OV), and one-
step k-approval (OK).

Unlike previous studies on bribery, when we use CP-nets to encode the prefer-
ences of a voter, the encoding does not necessarily lend itself to the convention that
the cost of bribery is either a fixed constant for all voters, a fixed constant on a per-
voter basis, or related to the number of swaps in the candidate ordering [18, 21]. In
fact, we do not always want to work on the outcome ordering, since it is exponentially
large, but on the CP-net. Since a single flip in a CP-net preference statement (cp-
statement) can lead to a large change in the outcome ordering, we consider five
different bribery cost schemes:

—  Cgua: Any amount of change in a CP-net is a unit cost.

—  Cyp: The cost of bribery is the number of variable flips in the CP-net.

—  Cyeyet The cost is the number of variable flips weighted by variable position
within the CP-net.

@ Springer



Bribery in voting with CP-nets 137

—  Can: The cost is the number of variable flips weighted by a specific cost per
variable.

—  Cpisr: The cost is based on the distance (number of worsening flips) between the
current optimal outcome and the new outcome to be made optimal.

We show that SM bribery is easy except when we use Crqua.. However, when
voters are weighted, bribery for SM is always difficult. For OP and OV, bribery
is always easy, except for two cases, when C,yy or C .y are combined with the
possibility of making flips in preference statements of dependent variables. In these
cases, we don’t have a formal result although we believe the problem is difficult.
Bribery is easy also for OK when k is a power of 2.

The paper is organized as follows. In Section 2 we provide the basic notions about
voting theory and bribery, as well as a definition of CP-nets and their uses for com-
pactly expressing preferences in combinatorial domains. In Section 3 we precisely
define our domain and formulate the general bribery problem within our model.
In the sections following Section 3, we give our results about the computational
complexity of answering the bribery problem in our models. These sections, which
are broken up according to voting rules and aggregation methods, provide results
for voting rules such as sequential majority, plurality, k-approval, and veto. Section 8
summarizes the results of the paper and gives some hints for future work.

A very preliminary and informal version of some parts of this paper appeared
in [29].

2 Basic notions
2.1 CP-nets

A major challenge for computational social choice is describing agent preferences in
domains where there is a large number of candidates. Artificial Intelligence provides
several formalisms to do this, including CP-nets [7], the one we consider in this work.
CP-nets are a graphical model for compactly representing conditional and qualitative
preference relations. CP-nets are sets of ceteris paribus preference statements (cp-
statements). For instance, the cp-statement “I prefer red wine to white wine if meat
is served”. asserts that, given two meals that differ only in the kind of wine served
and both containing meat, the meal with red wine is preferable to the meal with
white wine.

Formally, a CP-net has a set of issues or variables M = {xy, ..., x,,}, and each
issue has a finite domain D(x,), ..., D(x,,). Each issue x has a set of parent issues
Pa(x) whose assignment can affect the ordering over the values of x. This set of
dependencies defines a graph where each x has Pa(x) as its immediate predecessors.
In general, CP-nets allow for cyclic dependencies within the implied graph. However,
in this paper we only allow acyclic dependency graphs. Issue x is an independent
issue if its set of parent issues is empty; otherwise it is a dependent issue. Given the
implied graph structure an agent specifies a strict total order over the values of each
x for each complete assignment of the variables in Pa(x). This is done by using so-
called cp-statements of the formx; = vy, ..., x, = vy, i x=a; > -+ > X = ai, where
Pa(x) =x1,...,Xm, D(x) =ay,...,a, and > is a total order over D(x). A CP-net is
compact if the maximum number of parents of a feature is bounded from above by a
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138 N. Mattei et al.

constant. This implies that the number of outcomes (that is, assignments of values to
variables) is exponential in the representation size of the CP-net.

Example 1 Figure 1 shows three CP-nets, belonging to three different agents
(1, 2, and 3). They all have the same set of three variables (also called issues)
{App, Main, Wine}. The domains for the variables are D(App) = {Soup, Salad},
D(Main) = {Fish, Meat}, and D(Wine) = {Red, White}. Agent 1 has no preferen-
tial dependencies and therefore none of his variables have parent variables. The
preferences of agent 2 on wine are dependent on his assignment for the main
course. The encoding of such preferences model the statement “I prefer red wine
to white if meat is served”. So, for agent 2, given two meals that differ only in
the kind of wine, the meal with red wine is more preferred. Agent 3 has a more
complex set of dependencies in his CP-net. Recall that, for each variable, a complete
assignment must be provided for all assignments of the parent variables. This is why
the preferences of agent 3 are so much more complex. Since the Wine issue has two
parents, agent 3 must specify a wine preference for all possible combinations of App
and Main.

We consider issues with only binary domains in this paper. For a given issue A, we
denote A’s binary domain as a and a with an individual cp-statement of a > a. Given
a set of issues { A, B} where the assignment of B is dependent on the assignment of
A, we write our cp-statements as:a > a,a: b > b,and a: b > b. These statements
imply the dependency graph and explicitly state that A = a is unconditionally
preferred to A = a and that B = b is preferred when A = a. A complete assignment
to all issues is called an outcome or a candidate. When examining binary domains, CP-
nets allow us to compactly express preferences over an outcome space of cardinality
exactly 2, if and only if m is the number of issues.

Agent 1 Agent 2 Agent 3

0 e
o) ¢
H) 6

App Soup > Salad App Salad > Soup App Salad > Soup

Main | Meat > Fish Main | Fish > Meat Main | Fish > Meat

Wine | Red > White Wine | Fish: White > Red Wine | Salad, Fish: White > Red
Meat: Red > White Salad, Meat: Red > White

Soup, Meat: Red > White
Soup, Fish: Red > White

Fig.1 Three CP-nets expressing an O-legal profile over three binary variables
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Bribery in voting with CP-nets 139

In general, finding the optimal (most preferred) outcome of a CP-net is NP-hard
[7]. However, in acyclic CP-nets, there is only one optimal outcome and this outcome
can be found in linear time by sweeping through the CP-net in topological order
and assigning the most preferred values according to the cp-statements. Consider
Agent 3 in the example illustrated in Fig. 1. Agent 3 would choose App = Salad and
Main = Fish. After these two are set we investigate the cp-statement for the last
variable and select the appropriate value Wine = White to find his top outcome.

Given an outcome for an agent, a worsening flip is a change in the value of
an issue to a less preferred value according to the relevant cp-statement for that
issue. In general, one outcome « is better than another outcome B (¢ > B) if and
only if there is a chain of worsening flips from « to 8. This definition induces a
preorder (reflexive and transitive relation) over the outcomes, which is a partial
order (reflexive, transitive, and anti-symmetric relation) if the dependency graph of
the CP-net is acyclic.

Example 2 Figure 2 illustrates the partial order over all the outcomes defined
by the CP-net of agent 1. The most preferred outcome according to this CP-
net is {Soup, Meat, Red}. The arrows from this outcome represent all the possible
worsening flips. Traversing any of the edges from one outcome to another down
the induced graph of assignments means we are moving from a better to a worse
outcome. Note that, since there are no dependencies and we have not defined any
relationship between the independent variables, the nodes of the graph at each level
are incomparable.

In an acyclic CP-net, it is also computationally easy, given an outcome, to find
the next best outcome in a linearization of the induced outcome ordering [8]. In a
CP-net some outcomes may not be ordered, since a CP-net defines a partial order
over the outcomes, so some assignments may be incomparable. When a strict total

Agent 1
Agentl

| [SaladMeatRed] | | [Soup.FishRed] | | [Soup.Meat,Whitc]

® T

‘ [Salad,Fish Red] [Salad Meat Whlte] [Soup,Fish, White]

App Soup > Salad
Main | Meat > Fish

Wine | Red > White
[Salad,Fish,White]

Fig. 2 A CP-net with the corresponding graph representing the partial order between all possible
outcomes
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140 N. Mattei et al.

order over the outcome ordering is needed, we need to linearize such incomparable
pairs of outcomes [10, 14]. Throughout this paper we will use the same linearization
for all our examples and proofs in order to be consistent. Given an outcome, we can
associate with it a vector of as many elements as the number of variables, indicating
how much the value for each variable is preferred in the context of the values for its
parent variables. If there are just two values in the variable domains, this will be a
binary vector, where 0 means most preferred and 1 means least preferred. For the
example in Fig. 3, we associate the vector 010 to outcome {Salad, Meat, Red}, since
Salad is the most preferred value for variable App, Meat is the least preferred value
for variable Main, and, in the context of Meat, Red is the most preferred value for
Wine. Of course the vector for the optimal outcome is 000 and it is 111 for the worst
outcome.

Given an outcome, the next best outcome can then be found by just increasing
by one the number represented by its vector and then passing to the corresponding
outcome. For example, the next best outcome starting from {Salad, Meat, W hite},
whose vector is 011, is the outcome {Soup, Fish, White}, whose vector is 100. The
intuition under this definition of linearization is that the next best outcome is
obtained by decreasing the preference in one of the variables, according to a fixed
variable ordering. In our example the variable ordering is App, then Main, then
Wine. To generate the next best solution, we lower the preference of the first variable
in the reverse ordering for which it is possible, and then we reset all subsequent
variables to their most preferred value.

Example 3 In Fig. 3 we show the CP-net of agent 2 and its induced outcome
ordering. Notice that {Salad, Fish, Red} precedes {Soup, Fish, White} in the partial
order, since {Salad, Fish, Red} has a less preferred assignment in a dependent
variable, which is less important than an independent variable (this is a consequence
of the ceteris paribus semantics). If we were to linearize the partial order shown in

Agent 2

[Salad,Fish, White]

\i
[Salad,Fish,Red]

[Soup,Fish,White]

[Salad,Meat,Red]

[Soup,Fish,Red] [Salad,Meat, White]

App Salad > Soup [Soup,Meat,Red]
Main | Fish > Meat
Wine | Fish: White> Red

Meat: Red > White [Soup,Meat,White]

Fig. 3 A CP-net with the outcome ordering
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Bribery in voting with CP-nets 141

Fig. 3 into a strict total order using a lexicographic linearization method over the
variable names we would have: {Salad, Fish, White} = {Salad, Fish, Red} - {Salad,
Meat, Red} > {Soup, Fish, White} > {Salad, Meat, White} > {Soup, Fish, Red} >
{Soup, Meat, Red} > {Soup, Meat, White}.

Given a set of issues, domains, and some preferred outcome p, there is always a
CP-net that has p as its optimal outcome [7]. However, given issues, domains, and
an outcome ordering py, ..., p,, there may be no CP-net whose induced outcome
ordering coincides with the given ordering. In fact, CP-nets cannot model all outcome
orderings. For example, two outcomes differing for the value of one issue must
necessarily be ordered in the preorder induced by a CP-net. So, if we are given
an ordering where two outcomes differ on a single variable that is incomparable,
there is no CP-net that can induce this ordering. Although CP-nets have a limited
expressiveness, they also present inherent advantages because of their ability to
capture qualitative preferences, which may be convenient especially in the context
of preference elicitation.

2.2 Voting

Voting theory [3] is a wide research area that considers scenarios (elections) where
a collection of voters (or agents) vote by expressing their preferences over a set
of candidates (or outcomes) and a voting rule decides the winner. Voting theory
provides many voting rules to aggregate agents’ preferences. Each rule takes, as
input, a partial or complete preference ordering of the agents and gives, as output,
a winner (an outcome that is best according to the rule). If there are only two
candidates, the best rule, according to many criteria, is majority voting [2, 30]. When
there are more than two candidates, there are many voting rules one could use
(Plurality, Borda, STV, approval, etc.), each with its advantages and drawbacks.

In this paper we consider the following voting rules, modified slightly to work
when agents express their preferences as CP-nets:

—  Plurality: The candidate ranked first by a voter receives a point. The candidate
with the most points wins the election. When there are two candidates, plurality
coincides with majority.

— Veto: Each voter chooses a candidate to veto (disapprove) with all other candi-
dates receiving a point. The candidate with the most points wins the election.

— k-approval: Each voter approves of k out of m candidates (k < m) and disap-
proves of the remaining candidates. All approved candidates receive one point.
The candidate with the most points wins the election. Notice that Plurality and
Veto are special cases of k-approval.

Voting theory provides an axiomatic characterization of voting rules in terms
of desirable properties such as: the absence of a dictator, unanimity, anonymity,
neutrality, monotonicity, independence of irrelevant alternatives, and resistance to
manipulation and bribery. In this paper we focus on bribery; we point the reader to
the book by Arrow et al. [3] for an introduction to the other facets, and to [2], a
classical impossibility result about some of these properties.

Given a profile, a briber is an outside agent that wants to affect the outcome of an
election by convincing some agents (voters) to change their votes so that a preferred
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candidate wins [21]. The briber can convince agents by paying them and is usually
subject to a limitation of his budget. Later in the paper we formally define the kind
of bribery problem we consider.

The bribery problem, first introduced by Faliszewski et al. [21], asks if an outside
agent can affect the result of an election so that some preferred candidate p can win
by changing the votes of some set of agents. Generally, the outside agent is subject
to some resource bounds either on the total amount of change he or she can affect
on any individual voter or on the total amount of change across all voters [18, 21].
Bribery problems in the setting where preferences are given as total linear orders
is a well studied area in computational social choice. Bribery in the setting with
total orders has a number of useful interpretations including campaign (resource)
management [17, 18], as a metric for determining the margin of victory in an election
[37], and as a metric for approximating strategy proofness [S]. Bribery has been
studied under a variety of models including deterministic and probabilistic models
[11, 19]; complete and imperfect information models [21]; and uniform and non-
uniform prices [18, 20, 21]. Results from bribery scenarios that most closely match
bribery in CP-nets are shown in Table 1.

Bribery is a closely related problem to manipulation. Manipulation occurs when a
subset of the agents can get a better outcome by misreporting their preferences. More
formally, in the Constructive Coalitional Manipulation (CCM) problem [13] we are
given a set of agents X with fixed votes, a set Y of agents with unspecified votes, and
a candidate p € C where C is the set of possible candidates. We ask if there is an
assignment of votes to the agents of Y such that running the election on the profile
X UY results in p winning the election. Certain forms of the manipulation problem
can therefore be seen as bribery problems where the agents which can modify their
vote are fixed and the budget is unlimited.

While every reasonable voting rule is manipulable by the Gibbard-Satterthwaite
Theorem [23, 36], a rule may be said to be resistant to manipulation if it is computa-
tionally difficult to decide how to manipulate. This has led to intensive studies of the
computational properties of bribery and manipulation for a variety of voting rules
with complete and incomplete preferences [13, 21, 25, 26, 33-35, 39] and with voters
preferences represented by CP-nets [12, 38].

2.3 Voting with CP-nets

We consider a set of n agents with preferences over a common set of candidates with
a combinatorial structure: there is a common set of m binary issues and the set of
candidates is the Cartesian product of their domains. Each candidate (or outcome)
is an assignment of values to all issues, thus we have 2”* candidates.

Table 1 Complexity results for oher versions of the bribery problem

Basic bribery Swap bribery
Plurality P P
Veto P P
k-approval P NP-c (k > 2)

Results in the first column are from Faliszewski et al. [21] and the results for the second column are
from Elkind et al. [18]
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Bribery in voting with CP-nets 143

Each agent expresses his preferences over the candidates via a compact acyclic
CP-net. Moreover, when we use a sequential approach to voting, there is a total
ordering O over the issues such that, in each CP-net, each issue must be independent
from all issues following it in the ordering O.

A profile (P, O) is a collection P of n CP-nets over m common issues and a total
ordering O over the issues that satisfies the above property. This is called an O-legal
profile in [24]. Notice that the CP-nets appearing in such profiles do not necessarily
have the same dependency graphs.

To define a voting scheme over O-legal profiles Lang [24] proposes a sequential
approach where, at each step, agents vote over a single issue by using a chosen voting
rule. This voting scheme is based on a total order over the issues that is compatible
with the (acyclic) dependency graphs of the CP-nets: in each CP-net, each issue must
be independent from all issues following it in the ordering. After each vote, a value
is selected for the considered issue, and this choice is returned to all the agents who
include this information in their CP-net. After as many steps as the number of issues,
the winner outcome is built by collecting all the winning values for each issue. In this
paper we consider a sequential approach but we also examine a one-step approach
which computes the winner by considering all the CP-nets at once.

3 Bribery problem definition

The bribery problem we consider has three parameters: the way a winner is chosen
from the given profile, the bribery actions, and the cost scheme for the briber’s
requests. In the following we precisely define these three items and the bribery
problem for combinatorial domains.

3.1 Winner determination

To determine the winner outcome, we consider four approaches: sequential majority
(SM), one-step plurality (OP), one-step veto (OV), and one-step k-approval (OK).
In addition to the sequential approach there is a one-step approach, where each
agent votes over decisions regarding all variables, not just one at a time. For all the
voting rules we consider (SM, OP, OV, and OK), it is computationally easy for an
agent to compute his vote. An approach like OP is however less satisfactory than
the sequential approaches in terms of ballot expressiveness: since the number of
solutions is exponentially large with respect to the number of candidates, there is
an exponential number of solutions which are not voted by any agent. However, if
we want agents to be able to compute their vote in polynomial time, we need to set a
bound on the number of solutions they can vote for, and this means that in all cases
an exponentially large number of solutions will not be voted. So there is a trade-off
between easiness of computing votes and ballot expressiveness.

3.1.1 Sequential majority (SM)

Sequential Majority is Lang’s sequential procedure [24] instantiated on binary issues.
For this approach, we consider O-legal profiles, and we vote for each issue in the
ordering O using majority (since issues are binary). The value chosen for an issue is
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144 N. Mattei et al.

returned to all agents who then fix the issue to that value in their respective CP-nets.
When voting has been completed on all issues, the winner outcome is defined by the
issue instantiations chosen by majority at each of the voting steps.

Example 4 Consider our running example of three agents illustrated in Fig. 1. Since
we have three issues we will hold three separate sub-elections, all decided by
majority. Since O = (App, Main, Wine) for this example, we first take a majority
vote for App: Salad is preferred by a vote to Soup. We then return this value to all
agents and have them fix this value in their CP-net. Moving to the next issue, we have
that Fish is preferred to Meat by a two to one majority. The partial assignment for
all agents is now {Salad, Fish}. For Wine, we have that, given this partial assignment,
two out of three agents vote for White. Thus the winning outcome for this example,
with the SM procedure, is {Salad, Fish, White}.

3.1.2 One-step plurality (OP)

In One-step Plurality we ask each agent to provide their optimal outcome according
to their CP-net. We then use the plurality rule to evaluate the winning outcome.
Note that for this method (and all the other one-step methods) we do not require the
O-legality constraint, but only that agents are able to compute their top outcome.

Example 5 Consider our running example shown in Fig. 1. Agent 1 casts his
vote for {Soup, Meat, Red}, agent 2 for {Salad, Fish, White}, and agent 3 for
{Salad, Fish, White}. Collecting these votes under the plurality rule, the winning
outcome is {Salad, Fish, White}.

3.1.3 One-step veto (OV)

In One-step Veto we ask each agent to provide their worst outcome according to
their CP-net. Each agent can determine their worst outcome by flipping all of their
individual cp-statements, the reversed cp-statements for our running example are
illustrated in Fig. 4. For this method there may be many candidates in the winner
set because the number of alternatives may be exponential in the number of voters.
Moreover, since we are using this as a social choice procedure, we only need to select
an alternative from the winning set which we can do in polynomial time.

Example 6 Consider our running example shown in Fig. 1. First, each agent must
reverse all the cp-statements in their CP-nets. This will leave the agents with the CP-
nets illustrated in Fig. 4. We see that agent 1 vetoes {Salad, Fish, White}, while agent
2 and agent 3 both veto {Soup, Meat, White}. In this case we have vetos for two of the
23 = 8 possible outcomes. Therefore, the winning set is made up of six alternatives
(ordered by the variable ordering and then lexicographically): {Salad, Fish, Red},
{Salad, Meat, White}, {Salad, Meat, Red}, {Soup, Fish, Red}, {Soup, Fish, White},
{Soup, Meat, Red}. Here we would select {Salad, Fish, Red} if we employed a lex-
icographic tie-breaking rule.
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Agent 1 Agent 2 Agent 3

0 e
9299
H) 6

App Salad > Soup App Soup > Salad App Soup > Salad

Main | Fish > Meat Main | Meat > Fish Main | Meat > Fish

Wine | White > Red Wine | Fish: Red > White Wine | Salad, Fish: Red > White
Meat: White > Red Salad, Meat: White > Red

Soup, Meat: White > Red
Soup, Fish: White > Red

Fig. 4 The three “reversed” CP-nets corresponding to the three CP-nets shown in Fig. 1

3.1.4 One-step k-approval (OK)

In one-step k-approval we ask each agent to provide their top k outcomes according
to their CP-net and we use k-approval to decide which of these outcomes is the
winner.

Example 7 Consider the situation where k = 2 in our running example illustrated
in Fig. 1. The ordering of the preferences of agent 1 can be seen in Fig. 2. We see
that the top outcome for agent 1 is {Soup, Meat, Red}. In order for agent 1 to have
two approved outcomes we have to linearize the preferences in some way (since
there are three options that are incomparable). We choose to linearize them by
the reverse ordering of the variables, thus a flip from {Red} to {White} brings us
to the next best outcome. Therefore, agent 1 approves of {Soup, Meat, Red} and
{Soup, Meat, White}.

We can see the ordering of assignments for agent 2 in Fig. 3. With the same rea-
soning as for agent 1, agent 2 approves {Salad, Fish, White} and {Salad, Fish, Red}.
Agent 3 has instead two ordered outcomes that are more preferred than all the other
outcomes ({Salad, Fish, White} and {Salad, Fish, Red}), so they will be approved.

3.2 Bribery actions

The bribery actions are the changes agents perform in their preferences in response
to a briber’s request. In most bribery frameworks agents express their preferences
over the candidates via a total order and the briber asks agents to make changes
within this total order. In our setting, agents have a CP-net instead of an explicit
outcome ordering. Thus, we choose to define the bribery actions as changes in the
total order of some conditional preference statements. In this paper we consider
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binary issues, so changing a cp-statement means flipping the positions of the two
values of an issue.

In a CP-net, a cp-statement is associated with a certain issue and issues are
of two kinds: independent and dependent. Independent issues have indegree zero
in the dependency graph while dependent issues have indegree > 1. Independent
variables can cause greater changes in the final preference order and, since they are
independent, agents have “pure preferences” over them, independent from any other
assignment. Therefore, we consider independent variables to be more important than
dependent variables.

We distinguish bribery actions by specifying in which cp-statements the briber is
allowed to request a change:

— IV: The briber can only request a change in the cp-statements of independent
variables.

— DV: The briber can only request a change in the cp-statement of dependent
variables.

— IV+DV: The briber can ask for any change in any cp-statement.

Notice that, with any of these bribery actions, no dependency can be added in
the CP-nets. In fact, the outside actor can only remove dependencies through the
variable swaps. Thus, the new CP-nets are still compatible with one another and
with the ordering O over the issues. This is only important for SM. Additionally,
if only one or the other type of bribery actions is available, then there could be
outcomes that cannot become the most preferred outcome, as illustrated in the
following example.

Example 8 Consider our running example shown in Fig. 1. Suppose the briber’s
preferred candidate is p = {Soup, Meat, White} and we are using the OP voting rule.
Thus he needs to bribe some of the agents to have p as their top outcome.

When considering only IV bribes, all the preferences of agent 1 can be changed,
since the issues are all independent. For agent 1, we only need to bribe him to
swap his assignment such that Wine = White; p now has one vote. For agent 2,
both App and Main are independent variables and we can bribe the agent on these
two variables only. When we bribe these variables (swapping them to make the
variable assignments match p) we see that the most preferred assignment of agent 2
is Wine = Red, given Main = Meat. Since we are only allowing I'V bribes, we cannot
make agent 2 vote for p. For agent 3 we have the same problem as for agent 2.
Though we can set his preferences to App = Soup and Main = Meat, this causes
Wine = Red in the CP-net. Thus we cannot make p the winner of the election.

Consider the case of only DV bribes. In this case we cannot change any of the
preferences of agent 1 because all his issues are independent. Furthermore, we
cannot bribe agent 2 or agent 3 to change his preferences for App, because no agent
has App as a dependent variable. In this case we could change the assignment of
Wine but this is not enough to make p a winner.

In the case of IV+DYV bribes, we can make p a winner. To do this, we perform the
same bribes to the agents as we did in the IV example. However, we can also bribe
agent 2 and agent 3 to have Wine = White. Using IV+DV we can make all agents
have p as their top preference and thus a winner in the election.
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3.3 Cost schemes

In traditional bribery domains, the cost of the bribery actions is either fixed for any
amount of change for each agent [21], variable per agent for any amount of change
[21], or it depends on the number of swaps to be performed on the current total
order [18, 20]. However, we feel that none of these methods captures an effective cost
scheme when agents express their preferences as CP-nets and voting is done over a
combinatorial domain. We do not want to work on the outcome ordering, since it
can be exponentially large; we would rather modify the CP-net directly. However, a
single flip in a CP-net preference statement can lead to a large change in the outcome
ordering and we need to take this into account. Therefore, in this paper we consider
five different cost schemes. Some of these cost schemes closely resemble the costs in
more traditional bribery domains while others are more closely tied to the use of the
CP-net formalism and applicable to combinatorial domains.

The five cost schemes we investigate in this paper are listed here from the least
expressive to the most expressive:

—  Crouat A unit cost allows any number of flips in the cp-statements of a CP-net.
This method is the same as the one proposed by Faliszewski et al. in the original
definition of bribery [21].

—  Cpp: The cost of changing a CP-net is the total number of individual cp-
statements that must be flipped in order to change one profile P; to a target
profile P,. This method captures a notion of how much change the briber is
asking for, and makes the cost of bribery proportional to the total amount of
change. This method is similar to the swap bribery method introduced by Elkind
et al. [18] applied to CP-nets instead of strict total orders.

—  Cyeves We expect an issue that is closer to being independent is more important,
as in some other structured preference formalisms [6], than an issue deeper in
a dependency graph. Therefore, we expect that the cost of changing a more
influential issue should be higher than lower level issues. We link the cost of
a flip to this importance: the cost of changing a CP-net is the total number of
flips performed in the cp-statements, each weighted according to the level of the
relevant issue (in the original CP-net configuration). We define the level of an
issue recursively as:

1 if x is an independent issue;
level(x) = {i+ 1 if all parents of x are in levels {1, ..., i} (1)
and there is a parent in level i.

We can then precisely define the cost as ) flip(x) - (k + 1 — level(x)), where x
ranges over the issues, k is the number of levels in the CP-net, and flip(x) is the
number of flips performed in cp-statements associated with x.

— Cany: The total cost is the number of flips, each weighted by a specific cost.
Formally, we define a vector for each agent that, for every variable v; € M, maps
v; to a value of N so that modifying any variable in the instance has its own
associated price. This is similar to the nonuniform bribery model introduced by
Faliszewski [18, 20].

— Cpist: We assume that each agent provides a total order over the issues, which
is compatible with the dependency graph of the CP-net. This allows the agent to
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univocally define a linearization of the outcome ordering [8]. The bribery cost
associated to a request to vote for a certain candidate p is the distance (i.e.,
the number of elements) in such a linearization between the current optimal
outcome and p.

Each of the above cost schemes can be generalized to account for agents with
different bribing costs by associating a certain cost to each agent. This allows each
agent to have its own cost function. We assume, where necessary, that each agent
has their own individual bribing cost and we are provided a vector Q € (N)" where
each Q[i] denotes the individual bribing cost of agent i. We multiply this bribing cost
by the cost returned from the given cost scheme. This creates a situation similar to
plurality-$bribery introduced by Faliszewski et al. [21].

In many variations of the bribery and manipulation problems, it is standard to at-
tach weights to each voter [13, 21]. Weights allow for modelling settings where voters
have differing levels of importance, such as shareholder votes in a company. We will
sometimes assume a weight vector is provided W € (N)” where W[i] represents the
weight associated to voter i.

It is important to note that the distance of an outcome from the optimal one is not
necessarily linked to the number of flips needed in the cp-statements to make that
outcome optimal, as the following example shows.

Example 9 Consider the CP-net and the outcome ordering of agent 2 in Fig. 3.
The optimal outcome is {Salad, Fish, White}, and the outcome {Salad, Meat, Red}
dominates {Salad, Meat, White}, therefore {Salad, Meat, White} is farther from the
optimal outcome than the outcome {Salad, Meat, Red} from the optimal outcome in
the partial order. To make {Salad, Meat, White} the optimal outcome, we only need
to flip one cp-statement (Fish — Meat). Instead, to make {Salad, Meat, Red} the
optimal outcome, we need two flips ( Fish — Meat and White — Red) for a total cost
of 2 for Cypp (versus 1 for the other outcome). For Cypyg;, we have a similar situation:
changing the optimal outcome to {Salad, Meat, White} has cost 1 while switching to
{Salad, Meat, Red} has cost 2 - 1 + 1 = 3 (one independent and one dependent flip).
Therefore, the cost schemes Cipyg and Cryp (and the more general C,yy) do not
follow the principle that the cost should be proportional to the distance from the
optimal outcome.

3.4 Combinatorial bribery

We are now ready to formally state the bribery problem we study in this pa-
per. We can state this problem for each choice of winner determination rule
D e {SM,OP, OK, OV}, bribery action A € {IV, DV, IV + DV}, and cost scheme
C € {CEQUAL7 CFLIP7 CLEVEL7 CANY? CDIST}'

Name: (D,A,C)-Bribery

Given: A profile (P, O), where P is a collection of n compact, acyclic CP-
nets with m binary issues and O is a total ordering of the issues
(when necessary), a budget B € N, a preferred outcome p, and (when
necessary) a bribing cost vector Q € (N)", and weights vector W € (N)".
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Question: Is there a way for an outside actor to make p win in profile (P, O)
with winner determination rule D € {SM, OP, OK, OV} using bribery
actions A € {IV, DV, IV + DV}, paying according to the cost scheme
C € {Cgouars Crups Criver, Canys Coisr} and bribing cost vector Q, with
weights vector W, and without exceeding budget B?

We assume, as in other works on bribery such as those by Elkind et al. [18] and
Faliszewski et al. [21], a non-unique winner model: we are only asked to elevate p
into the winning set. Some of our reductions can be extended to a unique winner
model but we focus on the non-unique winner model. While we obtain mostly
easiness results under this winner model (as did Bartholdi et al. [4]), a complete
investigation of tie-breaking and its effect on the complexity of manipulation is
outside the scope of this paper. In fact, a careful study of tie-breaking mechanisms
may be quite complex as shown by Obraztsova et al. [31, 32] among others [22] and
requires its own course of study.

Example 10 Given the CP-nets shown in Fig. 1 and O = (App, Main, Wine) we
can consider several examples of our bribery problem parameterized by different
attributes.

—  (SM-IV-Cgquap )-Bribery: Consider B = 10, Q = [5, 5, 5], and p = {Soup, Meat,
Red}. We need to select some bribes, only in the IV variables, in order to make p
a winner of the election decided by SM. Agent 1 has already p as its top outcome,
so we do not need to bribe him at all. If we give bribes to either agent 2 or agent
3 for App and Main, they will change Wine — Red. Since we are using Cgquar
and Q[2] = Q[3] = 5 we can make both assignment changes in the cp-statement
of either agent for a cost of 5. This makes each individual element of p a majority
winner at its respective level. Therefore this is a “yes” instance of our problem.

—  (OV-DV-Cyyp)-Bribery: Consider B =5, Q =[1,1,2], and p = {Salad, Fish,
White}. Notice that we are using OV and we have three agents and 2% =8
possible outcomes. In this instance there will necessarily be some outcomes that
do not have any vetoes. Therefore, we must make sure that p has no vetoes since
the winner set will contain only outcomes that have no vetoes. In this case we
are limited to only DV bribes. This means we cannot bribe agent 1 as he has no
dependent variables. Unfortunately, agent 1 is the only one vetoing p and we
can’t change his mind. Therefore, this is a “no” instance of our problem.

—  (OP-{IV+DV}-C\ gy )-Bribery: Consider an instance with B =3, Q = [2, 1, 2],
and p = {Salad, Meat, White}. No agent has p as their top preference and thus
p is not winning. Notice that, in order to convince agent 1 to have p as his top
outcome, it requires two bribes to independent variables. Since all variables for
agent 1 are at level one of its CP-nets, the cost of this bribe is Q[1]-2 = 4.
However, bribing either agent 2 or agent 3 requires a bribe at level one and a
bribe at level two, therefore the cost of the bribe for agent 2 is Q[2]-(1-1+
1 -2) = 3 while the cost of bribing agent 3 is Q[3]- (1- 14 1-2) = 6. We choose
to bribe agent 2 to have p as his top candidate. This means that we have one
vote each for p, {Soup, Meat, Red}, and {Salad, Fish, White}. We have elevated
p into the winning set and spent no more than our budget, so this is a “yes”
instance.
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4 Winner determination and vote modification

The computational complexity of the bribery problem is interesting only when it is
easy to determine the winner of an election, since otherwise bribery would be trivially
hard. Winner determination is easy to compute for all approaches we consider.

Theorem 1 Winner determination is in P for SM, OP, OV, and OK (when k is
bounded).

Proof Sequential Majority (SM) works issue-by-issue, and at each issue it applies the
majority voting rule. As there are a limited number of issues, the overall procedure
isin P.

For One-step Plurality (OP), we need to compute the optimal outcome for each
CP-net, which is polynomial-time computable since we are dealing with acyclic CP-
nets. Then, plurality is applied, and this again is a polynomial-time computable step.

The winner according to One-step Veto (OV) can be achieved by reversing
each total order in all cp-statements of the CP-nets. In fact, by doing this, the
optimal outcome of the new CP-net is the worst outcome of the original one. Notice
that in an acyclic CP-net we have exactly one worst outcome. This reversal step
takes polynomial time in the size of the CP-nets since they are compact. After the
reversal step, we just choose an outcome which appears the smallest number of times
(possibly zero) as the optimal outcome of the reversed CP-nets. This again takes
polynomial time with respect to the size of the input.

One-step k-approval (OK) needs to get the top k outcomes from each CP-net. If
k is bounded, this is easy since the CP-nets are acyclic [8]. Therefore, providing the
ballots is polynomial, as is applying k-approval. O

In a bribery scenario, the briber has a desired candidate, say p. To make p the
overall winner, the briber may ask some agents to change their vote to a vote for
p or for another candidate, paying for this change according to the cost scheme.
Computing the cost of a briber’s request is easy in our scenario, no matter which
bribery actions or cost schemes we use.

Theorem 2 Given a CP-net and an outcome p, determining if the CP-net can be
changed to make p its optimal outcome, and, if so, determining the minimum cost to
perform such a change, can be computed in polynomial time if we use the cost schemes
Crouars Cruws Crevers 0F Ciany.

Proof The proof mirrors the proof for Proposition 3.2 in Elkind et al. [18]. The same
argument works for IV, DV, or both. Assume we can use all bribery actions, thus
IV + DV. Then, any CP-net can be changed to vote for p (that is, to make p its
optimal outcome).

For Ciguar, it is trivial to compute the cost, as it does not depend on the amount
of changes to the CP-net: if p is already the top outcome of the CP-net, the cost is 0,
otherwise it is 1.

For Cyp, we need to compute the minimum number of flips to be done on the
CP-net. There are some flips that are necessary to make p the top outcome. In order
to find them, starting from the independent issues, we flip the cp-statements which
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do not have the corresponding value of p as their preferred value. We then proceed
to each dependent variable, as soon as its parents are processed, and do the same in
its relevant cp-statement. At the end, p is the top outcome in the resulting CP-net,
and the number of flips performed is the minimum cost to make p win.

For C i or Cany: the flips are the same as above but the cost takes into account
the levels or the cost of each flip.

Notice that this algorithm gives us the minimum set of flips, but the same result
could be achieved also by performing other useless flips. However, what we are
interested in is computing the minimum cost to change the CP-net.

With only IV or DV, as soon as a necessary flip cannot be done, it means that
p cannot be made the optimal outcome. Therefore, in polynomial time, we can
compute the cost to change any vote to any other vote or discover that it is not
possible. O

With the cost scheme Cyq;, the cost of a vote change is not related to the flips to be
performed in the CP-net, but to the distance between the current optimal outcome
and the outcome to vote for. This distance may be exponentially large with respect to
the size of the CP-net. However, the computation of such a cost is always polynomial.

Theorem 3 Given a CP-net and an outcome p, determining the cost of voting for p,
according to the cost scheme Cygr, takes polynomial time. It is also easy to know which
modifications to make in the CP-net to make p the optimal outcome.

Proof What we need to do is to compute the Boolean vector associated to outcome
p, that tells us how much worse p is with respect to the optimal outcome [8]. More
precisely, given an outcome over 7 issues, we build a Boolean vector of length #n such
that, for each issue i, we set the bit i of the vector equal to 0 if the corresponding
value in the outcome is preferred, given the values of its parent issues in the CP-
net, otherwise we set its value to 1. Obviously, the best outcome will be associated
to a Boolean vector with all 0’s, while the worst outcome will have a Boolean
vector with all 1’s. Once we have the Boolean vector associated to outcome p, we
compute its decimal value. This is exactly the distance from the optimal outcome in
the linearization of the outcome ordering as defined in [8]. This reasoning holds no
matter which bribery actions are allowed. To understand which flips to make to vote
for p, the voter can then follow the same approach as in the proof of Theorem 2. O

5 Bribery and sequential majority

In this section we consider the computational complexity of bribery when we
determine the winner via sequential majority.

Theorem 4 (SM,IV,C)-Bribery, (SM,DV,C)-Bribery, and (SM,IV+DYV,C)-Bribery
are in P when C € {Ciup, Crever, Canv}-

Proof We show a polynomial time algorithm for solving the bribery problem in
an instance of (SM, IV + DV, Cy,;p)-Bribery. The argument is independent of the
selection of C and the same algorithm can be used for DV and IV bribery actions. We

@ Springer



152 N. Mattei et al.

can determine whether or not the outside agent can achieve its agenda in polynomial
time. We provide an algorithm to determine the cost of the optimal sequence of
bribes.

Given a profile (P, O), we consider the issues in the order O. For the first issue,
we compute the minimum number of flips to be performed in the CP-nets in order
to achieve a majority for the same value that appears in p for that issue. Since we
are using SM, we can select the agents to bribe by starting from the cheapest ones
(according to Q), until we achieve a majority for the considered issue. In fact, using
SM, the resulting preferred value for this issue will be set in all agents’ CP-nets (not
just those where this value was most preferred).

For each of the other issues in O we perform the same computation. We can ignore
any conditional dependencies; as long as we achieve our agenda at this level, our
bribery actions on a per agent basis will have no effect on the cost of changing an
agent’s preference for the next issue in O. This is because we must pass every issue
at every level and passing an issue sets its value in all agents’ CP-nets. Therefore, all
effects farther down in the variable ordering are the same for all agents and we can
ignore them.

When all issues have been considered, the number of performed flips required to
get the correct majority for each issue is the cost of bribing so that p wins. The total
cost is within the budget < B if and only if the bribery problem has a solution.

If we use the cost scheme C,yy the choice of the agents to bribe for each issue still
only requires us to greedily select the cheapest agent at each level.

For C, ;. we must consider the level of the variables when computing the cost
for each agent. However, since the topological order of any agent’s preference
dependencies must respect O we can traverse the variables in the order described
in O. This will ensure that we consider the variables in cost order for each agent and
that we do not change a variable before processing all variables it depends upon.
Therefore, we can greedily select the cheapest agents to bribe at every level with
CLEVEL-

A very similar algorithm can be used for IV or DV by giving a cost of B + 1 to an
agent’s bribery prices if p cannot be made its best outcome given the restrictions. O

The above theorem does not consider the cost scheme Crgyar. With Cigua, the cost
for changing a CP-net is always 1, no matter how many flips are needed. Therefore,
the decision of which CP-nets to change for a particular issue is strictly related to
this same decision for another issue: if we change the same CP-nets, the cost will
not increase. So, to compute the minimum bribery cost, the computation we do for
one issue depends on the computation for a different issue. This makes the bribery
problem computationally hard, as the following theorem formally shows.

Theorem 5 (SM, IV, Cyouar)-Bribery, (SM, DV, Cgouar)-Bribery, and (SM, 1V +
DV, CiouaL)-Bribery are NP-complete.

Proof Membership in NP is easy to prove, since it is an immediate consequence of
Theorem 1 and a guess and check algorithm. In order to show completeness, we
provide a polynomial-time reduction from the OpriMaL LoBBYING (OL) problem [11].
In this problem, we are given an n x m 0/1 matrix E and a 0/1 vector x of length m
where each column of E represents an issue and each row of E represents a voter.
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We say E is a binary approval matrix with 1 corresponding to a “yes” vote and x is the
target group decision. We then ask if there is a choice of k rows of the matrix E such
that these rows can be edited so that the majority of votes in each column matches
the target vector x. This problem is shown to be W[2]-complete [16] via a reduction
from k-DomINATING SET [11]. By giving a polynomial-time reduction from OL to our
bribery problems, we show that our problems are NP-complete and, indeed, even
W[2]-hard with parameter B.

We start with (SM, IV, Cyoua)-Bribery. Given an instance (E, x, k) of OL, we
construct an instance of (SM, IV, Cyoua)-Bribery containing CP-nets with only
independent variables. The number of issues, m, is equal to the number of columns
in E. For each row of E, we create a voter with the preferences over the m variables
as described in the row of E. Finally, we set the price of bribery for each voter
to be 1, the budget B = k, the weights of the agents all equal, and the preferred
outcome p = x. With this mapping, outcome p wins the election if and only if there
is a selection of k rows of E such that x becomes the winning agenda of the OL
instance. Therefore (SM, IV, Cgouar)-Bribery is NP-complete.

The same reduction works also for IV+DV. For DV, we choose an instance of
the bribery problem as above, except that there is one more issue and each voter
has an additional independent variable on which all other variables depend. The
preference of all voters on the new variable is 1 > 0. For the other variables, the
corresponding row of E will provide the preference associated to the value 1 of the
new variable, while for the value 0 we give the bitwise complementary preference.
The last difference is that now p is 1x. With this mapping, p wins the election if and
only if the given OL instance has a positive answer. O

With weighted agents, the winner of the election will be computed by a weighted
majority for each issue. We prove that, in this case, bribery with all cost schemes
is computationally difficult. We denote by weighted-X the bribery problem X with
weighted agents.

Faliszewski et al. [21] show NP-completeness of a problem called plurality-
weighted-$bribery. In such a problem each candidate ¢; is associated with a price
$; € N and each voter v; has a weight w; € N, and the voting rule used is plurality.
The problem is to determine if a favorite candidate, say p, can be made a winner
by bribing voters within a budget B. In fact, Faliszewski et al. show this problem to
be NP-complete for just two candidates. The following theorem can be proven via
polynomial reductions from plurality-weighted-$bribery over two candidates to our
problems.

Theorem 6 Weighted-(SM,A,C)-Bribery where A € {IV, DV, IV + DV} and where
C € {Ciquar, Cruws Cipvir, Canys Coist} is NP-complete.

Proof Membership in NP is an immediate consequence of Theorem 1 and a guess
and check algorithm. We can reduce the plurality-weighted-$bribery problem over
two candidates to an instance of our problem where we have the same number of
voters, the same costs and weights, and the same budget as in the original problem.
Moreover, there is only one issue, thus the voters have a single independent variable
with two values corresponding to the two candidates, one of which corresponds to
the briber’s preferred candidate p. Since this reduction uses only one independent

@ Springer



154 N. Mattei et al.

variable, it works also for IV+DYV, as well as for all other cost schemes. The reduction
holds for DV since it is enough to add an independent variable with preferences 1 > 0
by all voters, on which the other variables depend, with preferences 1 : p > p. Now,
1 p is the new briber’s preferred candidate. O

However, if we use the cost scheme Cy;, and we assume that the bribing costs are
the same for all voters, it is possible to show that the bribery problem becomes easy
(the proof is similar to that of Theorem 4).

Theorem 7 Weighted-(SM,1V,Cy,,p)-Bribery, weighted-(SM,DV,Cyy;p)-Bribery, and
weighted-(SM,IV+DV,Cy1p)-Bribery are in P when the bribing costs in Q are all
the same.

Proof We can use the same argument as in the proof of Theorem 4. Since voters
are weighted, we only need to achieve a weighted majority for each individual issue.
Since all the bribing costs at each level are the same with the Cy;, cost scheme, the
cost to bribe any voter at any single level is equal for all voters. We can therefore
bribe the voters from heaviest to lightest (in terms of their weight). This will be
an optimal sequence of bribes at each individual level and will lead to the optimal
bribery scheme overall. This is true no matter which bribery actions (IV, DV, or
IV+DV) are allowed, since using IV or DV just restricts the issues over which it is
possible to perform a flip in the CP-nets. O

6 Bribery and one-step plurality

Faliszewski [20] shows that plurality bribery in single issue elections with nonuniform
cost functions is in P through the use of flow networks. The algorithm requires the
enumeration of all possible elements of the candidate set as part of the construction
of the flow network. In our model, the number of candidates can be exponential
in the size of the input, so we cannot use that construction directly. However, we
show that a similar technique can be used while not requiring the enumeration of an
exponential number of candidates.

Theorem 8 (OP,A,C)-Bribery, where A € {IV,DV,IV + DV} and C € {Cyoyar,
Ciiwps Cowst}, is in P.

Proof If the number of candidates, which is 2™, is polynomial in the number of voters
(n), we can directly use the construction in [20]. Therefore, we assume to have a
number of candidates that is superpolynomial in the number of voters. We will show
that a similar technique can be used in this case as well while assuring a polynomial-
time algorithm.

We consider all 7 € {1, ..., n} and ask if the briber’s preferred candidate p can be
made a winner with exactly r votes without exceeding the budget B. If there is at least
one r such that this is possible, then we accept, otherwise we reject. We show that, for
each r, the corresponding decision problem can be solved in polynomial time. This
means that the overall bribery problem is in P.
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To solve the decision problem for a certain r, we transform this problem to a
minimum-cost flow problem [1]. The network has a source s, a sink ¢, and three
“layers” of nodes.

The first layer of nodes has one node for each voter vy, ..., v,. There are also n
edges (s, v;), each with capacity 1 and cost 0.

For the second layer of nodes, for each voter in the given profile, we include in this
second layer nodes corresponding to p, to all the candidates with at least one vote (at
most 1), and to the n (non-voted) cheapest candidates for this voter, according to the
cost scheme, for a total of at most 2n + 1 candidates in the second layer. Intuitively,
this second layer models the profile modified by the bribery actions, where each voter
has either changed his vote or he has maintained the original vote. The important
point is that the other non-voted candidates that we do not include in the second
layer would never be used in the new profile obtained by bribing, since they cost too
much. Providing n non-voted candidates for each voter is enough, since there are n
voters and in the worst case each of them votes for a different candidate.

For each node x in the second layer corresponding to voter v;, we add an edge
from v; to x, with capacity 400 and cost equal to the cost to bribe v; to vote for the
candidate corresponding to node x.

Finding the candidates corresponding to the nodes of the second layer, and the
cost for the voter to vote for them, takes polynomial time, irrespective of the
cost scheme. In fact, finding the voted candidates is easy since finding the optimal
outcome in acyclic CP-nets takes polynomial time. For Cyg;, to find n cheapest non-
voted candidates, we can just start from the optimal outcome of each CP-net and
move down in a linearization of the outcome ordering. This takes polynomial time
as shown in [8]. The same procedure can also be used for Cyqya,, although all non-
voted candidates have the same cost. For Cy,,», we first consider the candidates which
can be obtained by performing one flip in the CP-net and then computing the new
optimal outcome. Then we proceed by increasing the number of flips, until we collect
n non-voted candidates.

Given a voter, computing the cost for such a voter to vote for one of the collected
candidates is easy for the non-voted candidates, since they are obtained by using the
cost schemes (except for Croua; Where the cost is always 1). For the voted candidates,
included the briber’s preferred candidate p, it is easy to compute the cost if we
use Cy,p since we just need to count the number of necessary flips to make such a
candidate win (see the proof of Theorem 2). For Cyqua,, it is obviously easy since it is
always 1 (or 0 if the candidate is already voted for by that agent). For Cpsr, We just
need to compute the Boolean vector associated to the candidate and then take its
decimal value, as described in the proof of Theorem 3.

In the third layer of the network, we include a node for each candidate who
already appears somewhere in the network (up to 2n*+ n). One of these nodes
represents the briber’s preferred candidate p. These third layer nodes are the nodes
that enforce the constraint that every candidate besides p cannot receive more than
r votes, so that p can win, since we are considering a non-unique winner model.
These nodes have an edge from the nodes of the second layer representing the same
candidate, with zero cost and infinite capacity. The output link from each of the third
layer nodes to the sink has capacity r. The cost is 0 for the edge from p to the sink,
while for all other candidates it is a large integer M to force as much flow through
the node representing candidate p as possible.
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If we had included nodes for all the candidates in the second layer, we would
have used a network equivalent to the one used in the proof of Theorem 3.1 in [20],
which shows that there is a minimum cost flow of value n if and only if there is a
way to solve the bribery problem. However, since we have a number of candidates
which is superpolynomial in the size of the input, we would not have a polynomial-
time algorithm. By including only the cheapest n alternative candidates for each
voter, along with p and all the voted candidates, the result still holds. In fact, assume
there is a minimal flow in the larger network which goes through one of the nodes
which we omit. This means that a voter has been forced to vote for another, more
expensive, non-voted candidate since all his cheapest candidates had already r votes
each. However, this is not possible, since we have only a total of n — 1 votes that can
be given by the other voters, and we provide n non-voted candidates.

We will build, at worst, n networks with O(n?) nodes and edges. Since the min cost
max flow problem can be solved in polynomial time, the overall running time of this
method is polynomial. O

If we restrict the bribery actions to only independent variables, the bribery
problem is easy also for the cost scheme C gy, .

Theorem 9 (OP, IV, C gy )-Bribery is in P.

Proof If we can change only the preference orderings for the independent variables,
C\evir coincides with Cyppp and thus the algorithm described in the proof of Theorem
8, which finds the cheapest n candidates by going down in the outcome orderings of
the CP-nets starting from the optimal outcome, still works. O

There are combinations of cost schemes and bribery actions for which we do not
have a result for any of our one-step rules. Specifically, we have no results for C, s,
with bribery actions involving DV and C,y, with any bribery actions. However, all
these problems are in NP by virtue of Theorem 1 and guess and check algorithms.
Given an instance of the problem and a set of bribes, we can check whether p wins
in polynomial time.

Theorem 10 (D,A,C i )-Bribery with A € {DV,IV + DV} and (D,A,Cyw)-
Bribery with A € {IV, DV, IV + DV} are in NP when D € {OP, OV, OK}.

7 One-step veto and k-approval

We now consider the complexity of the bribery problem when we determine the
winner via the veto or the k-approval voting rule. For the veto rule, we already
noticed that each acyclic CP-net has exactly one optimal outcome and one worst
outcome, which is the vetoed one. It is easy to find such a worst outcome. A possible
method is to reverse the preference orderings all over the CP-net, obtaining a new
CP-net where the optimal outcome is the worst outcome of the original CP-net. Then
we determine the winner by just choosing one of the non-voted candidates (since the
candidates are more than the voters).
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Theorem 11 (OV,A,C)-Bribery is in P when A € {IV,DV,IV + DV} and C €
{CEQUAL» Crires Corst), 0oF ifA e {IV}and C € {Cipyp ).

Proof The choice of IV, DV, or IV+DV, does not matter in this context. We recall
that, to compute the worst candidate for each voter, it is sufficient to reverse the
orderings in all his cp-statements. Let us call any CP-net on which this is performed a
reversed CP-net. If the briber’s preferred candidate p has no vetoes (that is, it is not
optimal for any reversed CP-net), then we trivially accept (since p is, at worst, tied
for a winning position). Otherwise, we consider two cases:

— If n < 2™, we must bribe all vetoes for p to some other candidate. In this case
there will necessarily be some candidates that receive no vetoes. Therefore, in
order for p to win, he must have no vetoes.

— If n > 2™, we consider the reversed CP-nets and we use an algorithm based on
a flow network similar to the one in Theorem 8 to redistribute the vetoes. Note
that the number of candidates, in this case, is polynomial in the size of the input,
and thus we can use all of the candidates in the flow network. We consider one
network for each r € {0, ..., n}. The networks are the same as in the proof of
Theorem 8 except that nodes not representing p have capacity co into the sink.

O

When using One-step k-approval (OK), we determine the winner by considering
the top k outcomes from each agent. Since CP-nets induce a partial order, we mean
the top k according to some linearization. In the traditional bribery domain, the
bribery problem for k-approval, when k > 3, is NP-complete when all the bribery
costs are equal [21]. However, when agents’ preferences are expressed as CP-nets,
bribery schemes for k-approval can be computed in polynomial time under certain
conditions.

Lemma 1 Given an acyclic CP-net X and a constant linearization scheme across all
agents and k = 2/, for some j e N, the top k outcomes of a X are all the outcomes
differing from the top one on the value of exactly jissues. Moreover, given two CP-nets
in the same profile and with the same top element, they have the same top k elements.

Proof Given a CP-net, consider any order of its issues which is compatible with its
dependency graph. One can think of a CP-net as a binary string with elements la-
beledx; > -+ > x; > x;41 > -+ > x,,, regardless of the dependencies that are present
(imagine the last variable in the ordering is the lowest bit of the binary string). For
a given top outcome (assignment to variables x1, ..., x,,) the next outcome will be
the one with x7, and variables x, ..., x,,_; maintaining their assignments. That is,
the next outcome in terms of worsening flips will be the outcome that varies only on
the last element. If k = 2/, then the top k outcomes have the same values for issues
X1, ..., Xp—; and differ on the values of issues x,,,_j;, ..., X,,. Since we can use the
same topological order for any two CP-nets in a profile, if two CP-nets have the same
top outcome then they have the same top k outcomes when k is a power of 2. O

A practical use of this result, apart from its use in this paper, is for the elicitation
problem for CP-nets: if the ordering over the issues is known, then we only need to
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elicit the top outcome in order to know a voter’s top k outcomes, when k is a power
of 2.

Theorem 12 When k =2/, for some jeN, (OK,A,C)-Bribery is in P if A€
{1V, DV, 1V + DV} and C € {Cgouar, Ciiip> Coist}, or if A € {IV} and C € {Cpgyp.}-

Proof When k is a power of two, Lemma 1 tells us that, if we fix the top outcome,
the rest of the outcomes must follow in some unique order. Therefore, we treat the
top k outcomes as one bundle and we apply the algorithm in the proof of Theorem 8
in order to decide the cheapest bribery scheme to elevate the bundle that includes
the briber’s preferred outcome p into the winning set. O

8 Conclusions and future work

We have studied the computational complexity of bribery when voters use CP-nets,
an expressive and compact way to represent agents’ preferences. To do this, we have
generalized the traditional bribery problem to take into account several issues over
which agents vote, and their inter-dependencies. We have considered five election
rules, three bribery methods, and five cost schemes. For most of the combinations
of these parameters, bribery in this setting is computationally easy. Our results are
summarized in Table 2.

Our results are specific for each cost scheme. We plan to study possible con-
nections between the computational complexity of reasoning with the different cost
schemes.

We have also shown some interesting properties of acyclic CP-nets that can be
leveraged for computational and preference elicitation reasons. In fact, when agents
express their preferences as acyclic compatible CP-nets, there are cases of the bribery
problem that become computationally easier than the single issue domains, since such
CP-nets have a restricted expressive power in terms of the orderings they can induce.

There are many directions for future work. In this paper we only considered binary
issues. When the issues are not binary and we follow a sequential approach, we can
use a different voting rule at each level. We would like to investigate the different
computational properties of combining voting rules in this sequential manner.

We also plan to study other scoring and voting rules, additional bribery actions
that can also add dependencies, and the combination of weights with other voting

Table 2 Our bribery complexity results. SMw stands for SM with weighted voters, OP(A) stands for
voting rule OP with bribery actions A, and similarly for OV and OK

OP(IV) OP(DV,IV+DV)
SM SMw OV(1V) OV(DV,IV+DV)
OK*(1V) OK*(DV,IV+DV)
CrquaL NP-c NP-c P P
Crurp P NP-c P P
ClreveL P NP-c P e NP
Cany P NP-c e NP e NP
Coisr ? NP-c P P

OK* stands for OK when k is a power of 2
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rules. Finally, we note that in the setting considered in this paper, the agent can
only delete dependencies in response to a briber’s request, while we would like to
investigate the complexity of the bribery problem when agents are also allowed to
add dependencies within their CP-net. We are also curious about modeling influence
between agents in this domain, allowing the briber to create dependencies between
agents.
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